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EXECUTIVE SUMMARY

This deliverable
  • Gives an overview of the standards/formalisms used in DIP;
  • Explains where exactly these standards/formalisms are used and what their purpose is in the context of usage;
  • Discusses what alternatives could have been used and briefly analyzes the position of these alternatives in the market;
  • Lists standards/formalisms still missing in DIP and discusses their potential use outside of DIP.

Summarizing the results,
  • WSDL and SOAP are used as basic Web Services building blocks for describing and accessing component interfaces;
  • WSMO/WSML is used as modeling framework for ontologies and service descriptions;
  • RDF/OWL is still used by several partners for modeling due to the availability of tools for these standards – migration towards WSMO/WSML is envisaged as soon as tools based on these standards become available.

Due to the importance of RDF/OWL in the Semantic Web area and the wide range of tools supporting these standards it is strongly recommended to develop translators between RDF/OWL and WSMO/WSML in DIP. Such translators will allow the import/export of ontologies in different formats and will eliminate the format barrier between WSML and other ontology formal languages currently in use. They would thus contribute significantly to synergy effects between the W3C Semantic Web activity and the work on WSMO in the SDK cluster.

Disclaimer: The DIP Consortium is proprietary. There is no warranty for the accuracy or completeness of the information, text, graphics, links or other items contained within this material. This document represents the common view of the consortium and does not necessarily reflect the view of the individual partners.
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1 INTRODUCTION

This deliverable gives an overview of standards and formalisms used in DIP.\(^1\) It provides a snapshot of the current state within DIP and will be updated every 6 months during the remainder of the project.

Section 2 presents a technology map of standards and the scope of DIP and briefly describes the standards and formalisms currently used in DIP.

Section 3 is concerned with standards that are or that will be required for the success of DIP and, more generally, Semantic Web Services, and that are still missing.

Section 4 concludes with recommendations for further action.

The Appendix contains more detailed material on the standards/formalisms discussed in Section 2, namely:

- WSMO/WSML/WSMX
- OWL/RDF
- WSDL
- SOAP
- UDDI

For each standard, the following information is provided:

- Motivation of using the standard in DIP
- Description of usage in DIP
- Brief discussion of potential alternatives and reasons why they are not used

2 STANDARDS AND FORMALISMS USED IN DIP

2.1 A technology map of standards and the scope of DIP

Figure 1 shows a (simplified) technology map of meta-models, languages and protocols for the Semantic Web Services. It presents a functional view on which existing standard stacks can be easily mapped: as an example, such a mapping is shown in the bottom-right corner of the components for the W3C and some other proposed specifications in the Web Service and semantic Web stacks\(^2\).

For our purpose, we subdivided the picture in three columns:

- the main column, labelled “description and representation”, in the center, concerns the languages and meta-models for describing and representing the

\(^1\) We here use the terms “standards” and “formalisms” in a very wide sense, as not all of the languages and formats discussed in this deliverable might be considered standards or formalisms in a strict sense.

\(^2\) This representation of the technology map and the example mapping are meant to be illustrative of our purpose rather than complete and exhaustive. Notice further that, although we tried to make the layering as meaningful as possible, there is no necessary or exact correspondence between the same level components in different columns.
various objects (or aspects of these objects) that are published, shared or exchanged in a Semantic Web Services environment, from data and data models, to ontologies, service models and up;

- the left-most column, labelled “plumbing” concerns the meta-model and languages required for moving these objects around in an efficient and secure way, from the transport layer up to the security and trust aspects etc.;
- the right-most column, labelled “management”, concerns the meta-models and languages required for managing them. At first sight, that column might seem less relevant with respect to standardisation. However, management may, for instance, require specific information to be attached to the managed objects (and thus transported along with them), e.g. for tracking purposes, and that information has to be standardised.

DIP focuses on description and representation languages and meta-models, and more specifically on the middle to upper layers of the stack. Notice that being in the scope of DIP does not mean that a language or meta-model is isolated or relevant to Semantic Web Services technology only: indeed, DIP builds directly on Web Services and Semantic Web technology.

The shadings and patterns describe the status of the components represented on the map as seen from the DIP project:

- Shaded components are not specific to Semantic Web Services.
  - Completely shaded components are inherited from the general Web and they are not specifically impacted by the Web being semantic or not, as far as DIP is concerned (e.g. HTTP for transport, XML for data exchange, XML Schema for data model exchange). They are thus out of the scope of DIP;
  - Components with the shaded lower half belong to the regular, “non-semantic” Web Services stack as well, but they are extended for

![Figure 1: Semantic Web Services standards technology map](image-url)
Semantic Web Services: this is of course especially the case for the service modelling and the service deployment and usage components. They are in the scope of DIP, but, on these subjects, DIP must build on widely accepted legacy specifications and/or collaborate with communities outside the realm of Semantic Web Services.

- Patterned components are depending on work in progress. For that reason, they are excluded from the current of scope of DIP; however, the relevant ones might be included in DIP’s scope in the future, when the technology on which they depend will be mature enough. Most of the management is contained within that scenario, with the noticeable exception of ontology management;
- Plain components are either specific to Semantic Web Services (e.g. service semantics) or deeply impacted. They are therefore fully in the scope of DIP. Moreover, they are areas where DIP can and should take a position of leadership.

2.2 Summary of Standards’ Usage in DIP

This section briefly summarizes the usage of standards and formalisms in DIP. More detailed information on the standards and formalisms discussed here can be found in the Appendix below.

- WSDL and SOAP are used as basic Web Services building blocks for describing and accessing component interfaces. They are used by DIP components offering service functionality. In doing so, the Basic Profile of WS-I (Web Services Interoperability Organisation) will be taken into account [33]. More details on WSDL and SOAP are presented in Appendix 5.3 and 5.4.
- WSMO/WSML has been chosen as the backbone of the DIP project and is used as modeling framework for ontologies and service descriptions. It is used as the basis for all technical components to be developed in DIP and providing functionality covered by WSMO/WSML. More details on WSMO/WSML are presented in Appendix 5.1.
- RDF/OWL is still used by several partners for modeling due to the availability of tools for these standards – migration towards WSMO/WSML is envisaged as soon as tools based on these standards are available. Due to the widespread usage of RDF/OWL and their status of being official recommendations by the W3C, some DIP tools will also support import/export functionality for RDF/OWL. More details on RDF/OWL are presented in Appendix 5.2.
- UDDI is considered as a potential basis for the DIP registry. No final decision has been taken yet, however, as it might be more straightforward to base such a semantic registry directly on an ontology tool supporting WSMO and/or OWL/RDF. More details on UDDI are presented in Appendix 5.5.

3 Standards and Formalisms still Missing in DIP

3.1 Current Status

A survey of the scientists, architects and developers working on the technical work packages and the use cases did not reveal the existence of an acknowledged need for
additional standards besides the ones currently in use – or whose use is planned at a later stage – or under development in the project.

The general agreement is that, all the requirements, which are not covered by existing standards or work in progress in the relevant standardisation organisations, are under development or planned within the WSMO framework. WSMO/WSML will be proposed as a standard to the appropriate organisation at some point, and thus it satisfies the requirement for the formats, protocols etc used in the project to be accepted standards. However, we believe that a layer dedicated to policies is missing from the protocol stack.

3.2 Analysis

The technology map shown in Figure 1 and discussed in Section 2.1 helps explain the negative result of the enquiry: all the components in DIP’s focus are indeed covered by existing standards or work in progress (including WSMO). However, it also reveals the relative immaturity of a domain that still focuses mostly on the functional issues and does not yet take the practical, business-like use, usage and usability aspects into account.

Practically, the world of Web services is not uniform: even at the technical level, the same function can be achieved in several ways, and a client and service may support one or more of these ways or specific combinations. As a consequence, clients and services have either to agree off-line on how the service will be provided (technically), or they have to expose their (technical) constraints and capabilities.

The diversity of the technical eco-system in which Web services strive is now widely recognised and it starts being taken into account in the technical architecture of Web services: see for instance the work on WS-Policy [25], WSPL [26] or the organisation by the W3C of a workshop on Constraints and Capabilities for Web Services3 [24].

However, the fact that the success of Web services will ultimately depend on how well they cope in a highly dynamic and diverse business and regulatory eco-system has still to be recognized and dealt with. In the real world (that is, in a world of users and businesses etc; as opposed to the pure world of technology), the delivery of information, the access to services, and the execution of processes are usually subject to all kinds of policies, rules and regulations. In a Web Service environment, the enforcement of these policies, rules and regulations has to be automated.

If Web Services are to be composed, relevant policies as well as applicable rules and regulations must be composed as well: they have thus to be exposed. Semantic Web Services up the stake, as it loosens the coupling further: The alternative to exposing the relevant policies, rules and regulations along with a published Web Service is to check the policy and regulatory compatibility beforehand using non-automated means!

In other words, a necessary step in the advance of Web services and Semantic Web Services towards technical and business maturity is the explicit exposure of all the relevant policies, rules and regulations, and, as a consequence, the addition of an explicit and separate policy layer in the standards stack (see Figure 2).

3 Note that two position papers submitted by DIP partners were accepted for the workshop ([27], [28]) and that their authors attended the workshop.
Figure 2: Extended SWS standards technology map

Although the inclusion of CPP/A in the ebXML architecture shows the right intuition, ebXML does not actually deal with business policies nor even acknowledge them.

3.3 Some Requirements on a Policy Representation Standard

3.3.1 Policy Enforcement and Production Rules

Policies\(^4\) are atomic, highly specific and structured statements that constrain some aspect of a business process or activity that controls or influences its behaviour, or, usually, highly structured sets of such statements.

Specifically, policies are rules or sets of rules that state under which conditions certain actions can or have to be executed. The enforcement of a policy is defined as the systematic execution of the associated actions whenever the condition is satisfied.

It is not always obvious that a policy implies an action, especially when it is expressed as a constraint or a capability: this is because the guarded actions can be implicit in the context. As a consequence, policies are often confused with the condition of the rules that they state. However, a policy without an associated action would be void, as it could not be enforced.

For instance, if a Web Service publishes that “a client MUST encrypt a specific header with WS-Security using a X.509 or user name security token”, the associated action, \(^4\) Including regulations, business rules etc. From now on, we will use the term ‘policy’ in the broader sense that covers both local policies (e.g. technical constraints and capabilities, business rules and policies) as well as non-local ones (e.g. regulations).
when the condition is satisfied, is to deliver the service. Another example would be a regulation that requires that, “users of the service MUST be of legal age”: the guarded action, here again, is the delivery of the service. A classical example of a business policy where the associated action is explicit is when “a gold customer gets a 10% discount”.

A unit policy statement is thus made of the description of a condition and the, possibly implicit, specification of an action or set of actions. In other words, they are production rules according to the definition accepted in Artificial Intelligence and Cognitive Psychology, and a standard for the representation of policies must satisfy the requirements for representing production rules.

3.3.2 Reasoning about policies and inference rules

It is generally accepted that the description of the conditions in policy statements are represented by logical expressions for machine processing. The expression that represents the condition of a unit policy statement can be used as a pattern to recognise the situations where the policy applies, e.g. using a pattern-matching algorithm or a querying mechanism: this is typically what a production rule system does.

It can also be used as a logical assertion as part of a reasoning, e.g. using an inference engine. In the second example, above, for instance, a reasoner could use the knowledge that “only legal age people can have a credit card”, and the fact that the service requester provided a valid credit card number as part of his profile, to infer that the requester is of legal age and that the service can thus be delivered.

More generally, policies often contain definitions from which parts of the enforcement conditions must be inferred: in our example above, the business policy that defines the discount to be given to gold customers is likely to contain also the definition of the different classes of customers (e.g. in terms of their buying history). That definition must be used to infer the status of a particular customer, and to determine whether the condition for a discount is met.

In addition, when negotiation is allowed, policies define modes of enforcement, such as “must”, “may”, “should”, “preferred” etc. Modal inference can then be used to reason about the policies, e.g. to find a compromise policy acceptable to the Web Services participating in a composed service, or to both a client and a service. As a consequence, a standard for the representation of policies must satisfy the requirements for representing inference rules as well, including modal inference.

3.4 A proposed standardisation strategy for policy representation

3.4.1 A layered approach

As a consequence of this double set of requirements, a layered approach to the standardisation of policy representation should be preferred. We propose to sub-divide the policy layer into three sub-layers:

- A common base layer for the representation or modelling of logical expressions. With respect to policies, that layer regards only the standardisation of the condition part. However, the scope of that common base extends beyond the specific need of policy sharing and enforcement, to cover the requirements for reasoning (including modal reasoning) and logical inference as well. That
common base would thus provide a natural bridge between (non-semantic) Web Service technology and Semantic Web applications;

- A middle layer for the representation or modelling of the operational semantics associated to policy expressions. The differences between the requirements for representing production rules and requirements for representing inference rules are dealt with at that layer, though a family of standards.

The standardisation of the constructs that enable the unambiguous modelling or representation of how policy statements are combined with respect to enforcement, belong to that layer, as well as any constructs that are specific to the enforcement of policies. Deeper examination might reveal that several standards may be the best way to serve different classes of policy enforcement platforms. However, the mainstream approach to policy enforcement, that is, Business Rules engines, must be dealt with.

Any constructs that would be specific to logical inference, or to a class of logical inference platforms, would also belong to that layer, as a way to combine logical statements. We saw that reasoning about policies was part of making Web services really semantic. However, these constructs should be a separate set from the ones needed to deal with policy enforcement.

Finally, application specific enforcement mechanisms probably concern vertical application specific standards covering all three layers. Such standards should however be anchored to the common base layer in order to be open to usage extension.

- An upper layer for the application specific aspects: the particular terms that populate a policy statement do not belong to application specific vocabularies (which can be standards by themselves), along with the specification of the possible actions.

3.4.2 A stack of XML-based languages for representing policies in DIP

Figure 3, below, represents the corresponding stack of XML-based languages for publishing and exchanging policies:

- The base layer should be a standard XML-based language for representing and exchanging logical expressions. It should leverage the existing proposals that include such a language (such as RuleML, SWRL, SRML) as well as related query languages (e.g. XML Query), and it should build on the expertise and experience from RDF, RDF Schema, RDF Query, OWL, WSML Rules, REI [30], etc.

XML-based standards for representing policies in vertical domains exist or are currently under development, such as WS-Policy. Since such standards are not based on the logical language under discussion here, for obvious reasons, the specific constructs they use for the description of the condition part of policies must be mapped onto that language. That should not be a problem, since these

---

5 The colouring conventions are the same as for figures 2 and 3: completely shaded means out of scope for DIP; partly shaded means in scope for Semantic Web Services and DIP, but in the scope of (that is, requiring cooperation with) other communities as well; plain means fully in scope for Semantic Web Services or even DIP-specific.
vertical standards can be expected to be either quite restrictive (e.g. WS-Policy has only two constructs for that purpose: <ExactlyOne> and <All>, which are semantically equivalent to the logical ‘and’ and ‘exclusive or’) or conceptually close to our logical language (e.g. the description language defined in WSPL);

- The middle layer must contain an XML-based language for representing production rules. That language should focus on the operational semantics and the action part, that is, on enabling the unambiguous specification of the execution of rules and rule sets. It must also be compatible (in an XMI sense) with the Production Rules Representation meta-model currently under development at OMG. If further examination reveals the existence of other policy enforcement paradigms that are not reducible to or compatible with the production rules model, the (different) XML-based languages enabling the unambiguous representation of their operational semantics would also belong to that layer.

If required, specific markup needed by inference engines or classes of inference engines belong to that layer too, as one or several different languages. That would include the parts of such XML-based languages as RuleML and SWRL that are not included in the common logical language or mapped onto its constructs.

Markup specific to the operational semantics of policies in vertical domain can be expected to be included in vertical policy standards (as is the case e.g. in WS-Policy). This does not preclude it from being mapped onto the constructs in the standards for the appropriate generic enforcement platforms (e.g. business rules engine);

- With the possible exception of the specification of the actions attached to policies, we do not expect application-specific vocabularies beyond the XML schema for their object- or data-model to require any specific markup for the description of policies.

![Figure 3: A proposed stack for policy markup](image)

### 4 CONCLUSION AND RECOMMENDATIONS

Summarizing the results,
• WSDL and SOAP are used as basic Web Services building blocks for describing and accessing component interfaces;
• WSMO/WSML is used as modeling framework for ontologies and service descriptions;
• RDF/OWL is still used by several partners for modeling due to the availability of tools for these standards – migration towards WSMO/WSML is envisaged as soon as tools based on these standards are available.
• Although no requirement for the development of new standards has been expressed within the project, the analysis of the current standards stack reveals that a policy layer is missing and that the management issues may not be taken enough into account.

It is strongly recommended to develop translators between OWL and WSML. On the one hand, this will help users to migrate existing ontologies in OWL format to WSML. On the other hand, it would allow testing WSMO with existing ontology tools. In general, such translators would guarantee that WSMO/WSML is not an isolated development. They would thus contribute significantly to synergy effects between the W3C Semantic Web activity and the work on WSMO in the SDK cluster.

On the same subject, it is strongly recommended that DIP take an active or even leading role in the emergence of a Semantic Web Services activity in the W3C.

It is also strongly recommended that DIP supports and participates in the development of a standard or a set of standards enabling the publication and exploitation of policies, rules and regulations. DIP should take an active or even leading role to make that development happen and to support the proposed standardization strategy (cf. Section 3.4).

With respect to the extension of standards to take into account the management issues, or the definition of new standards for that purpose, it is recommended that the requirements of the use cases in DIP be scrutinized and that the emergence of effort outside DIP be monitored. The need for further action should be re-examined periodically.

5 APPENDIX

This appendix contains more detailed material on the standards/formalisms summarized in Section 2.2.

5.1 WSMO

The Web Service Modelling Ontology (WSMO) [3] is an ontology that defines a set of concepts necessary to model the main aspects of Semantic Web Services. It aims to address the problems of existing Web Services by semantically enriching them to allow automatic discovery, composition, interoperation and invocation. It is conceptually based on the Web Service Modelling Framework (WSMF) [4] and adheres to the principles of loose coupling and strong mediation services. WSMO is led by the Semantic Web Services working group of the SDK cluster6.

WSMO concentrates on four main components defined by WSMF; namely web services, ontologies, goals and mediators, to define concepts related to Semantic Web Services. The underlying description language of WSMO is Web Service Modelling

6 http://sdk.semanticweb.org
Language (WSML). WSML represents a family of languages covering description logic, first-order logic and logic programming. The expressed level of computability and complexity varies from one member of the WSML family to another.

Detailed information on WSMO and WSML can be found in [3] and [9] respectively.

5.1.1 Motivation for using WSMO in DIP

In the following, we list the main characteristics of WSMO explaining why it has been chosen as the backbone formalism in DIP.

Expressiveness

Expressiveness of the description language used in a Web Service is crucial in order to present its capabilities clearly. The WSMO description language WSML provides layers of languages each having a different level of logical expressivity and computability. Having these layers of expressivity users can choose between the computability and expressivity of a language according to the requirements of a particular application domain.

The family of WSML languages is layered as follows: WSML-Core consists of the intersection between description logic and logic programming, WSML-DL extends this in the direction of an expressive description logic, WSML-Flight and WSML-Rule extend WSML-Core in the direction of logic programming, and WSML-Full unifies both branches in a first-order logic with non-monotonic extensions. These languages offer increasing expressivity but come with decreasing complexity results [9].

Clarity

WSMO defines various components of a Web Services clearly separating the concerns of interests. Choreography, for example, is defined as a concept in WSMO in order to handle multiple request-response cycles between a service requester and a service provider that might occur while executing a service request. Defining these components explicitly simplifies the integration process since it provides flexibility in choosing appropriate mediators. Similarly, WSMO clearly decouples the goals, and the services and ontologies are defined to ensure their applicability in a specific application domain. Having axiomization in WSMO/WSML facilitates the definition of relations between the requester's input and the outputs of a service.

Flexibility

WSMO supports extendable non-functional properties. As WSMO allows its mediators to add missing conditions, service requester and service provider can be defined without assuming that the inputs, outputs, preconditions and effects (IOPEs) of a service profile are subset of those defined in the service model [7].

Executability

WSMO aims at providing a set of execution semantics and reference implementations. There is already a Web Service Execution Environment (WSMX) version v1 available under SourceForge\(^7\). WSMX is an open source implementation. It adopts loosely coupled architecture patterns and provides a means to describe all the aspects of the Semantic Web Services.

\(^7\) [http://www.sourceforge.net](http://www.sourceforge.net)
In addition to the aforementioned characteristics, WSMO is based on a well defined conceptual framework WSMF and provides the components such as globally defined non-functional properties, a meta-ontology, goals, mediators, choreographies. WSMO goals can be reused using ggMediators to refine existing (pre-defined) goals. It allows importing ontologies from other domains, as WSMO provides conceptualization of domain ontologies. It also provides means to compensate errors that might occur while using a service. To define temporal and casual relationships of multiple message exchanged, the message exchange pattern is defined in WSMO. Since Web Services interact via mediators only it provides a base for integration [13].

5.1.2 Usage of WSMO in DIP

Considering the vision of DIP, the usage of WSMO has a great impact in achieving the goals and objectives of DIP. DIP will receive contribution from WSMO [8] in different work packages from different perspectives as outlined below.

**Language/Ontology:**

By providing inputs on “Language Neutral API”, WSMO can contribute to WP2 – Ontology Management. WSMO is used as a basis to define various business protocol and process ontologies in WP3 – Service Ontologies and Service Description. Similarly, the WSMO repository can be used as goal repository for DIP as specified under the same work package. It can also be used as a service description framework. Service ontologies and Service description integration can be achieved based on WSMO, WSML and WSMX [8]. Likewise, WSMO mediator concepts can be used in WP4 – Service Mediation to integrate heterogeneous data, process and information in order to ensure different services within or outside companies [11]. WP5 – Service Usage, on the other hand, can use WSMO service discovery and service invocation concepts in order to enable the users to use the service.

**Prototype:**

In WP2, it can contribute through WSML to develop a prototype that is used to browse and version a web service modelling ontology.

**Architecture:**

WP6 – Interoperability and Architecture, can use the WSMO conceptual model and the architecture style of WSMX. The WSMO conceptual model provides maximum flexibility in terms of interoperability by providing different types of mediators. WSMX architecture inspires the loosely coupled pattern thus providing maximum extendibility. Therefore, the DIP architecture can be developed following the principles adopted in WSMX.

**Publicity:**

WP14 – Training, WSMO tutorials and training materials can be used [8].

**Case studies:**

In WP6, WSMX can be used as an execution environment for executing different case studies that are under consideration in DIP.
5.1.3 Potential Alternatives to WSMO

One of the alternatives of WSMO is OWL-S which provides an upper ontology to describe a Web Service. OWL-S service profiles are linked to Web Services using the presents property, which does not have cardinality restrictions allowing zero or more profiles of a service [2]. It assumes that both goals and service capabilities can be described using common global ontologies, which is not realistic because service providers and service requesters can have different levels of desired expressivity and computability. The lack of mediators in OWL-S makes it difficult to reuse and/or to import ontologies. It is not clear how OWL-S handles a request/response cycle that might occur while executing a service. Because of the lack of a conceptual framework it is difficult to understand the meaning of some of the defined concepts and their relationships [31]. Similarly, OWL-S poorly supports inferences as it does not provide rich axiomization [13]. [32] talks about an OWL-S virtual machine as an execution environment but this is not yet publicly available.

5.2 OWL/RDF

RDF [1] and OWL [2] are two recommendations of the Semantic Web Activity at the W3C. The Resource Description Framework (RDF) is a language for representing information about resources in the World Wide Web. RDF is intended for situations in which this information needs to be processed by applications, rather than being only displayed to people. RDF provides a common framework for expressing this information so it can be exchanged between applications without loss of meaning. OWL builds on RDF and RDF Schema and adds more vocabulary for describing properties and classes: among others, relations between classes (e.g. disjointness), cardinality (e.g. "exactly one"), equality, richer typing of properties, characteristics of properties (e.g. symmetry), and enumerated classes.

5.2.1 Motivation for using OWL/RDF in DIP

Although WSMO has been chosen as the ontology standard for DIP, OWL and RDF are also used in the project. There are two main reasons for this. On the one hand, tools for OWL/RDF are already available, whereas WSMO is a new standard and tools are still under development. Thus, several partners are currently using ontologies based on OWL and/or RDF in their initial implementations. These will then be migrated towards WSMO.

The second reason for supporting OWL/RDF is that these are standards recommended by the W3C and hence widely used. Providing adapters to import/export OWL/RDF in DIP tools allows users of these technologies to migrate towards WSMO, facilitating the pick-up of this new standard considerably. It will also allow the mixed usage of WSMO and OWL/RDF and thus contribute to the openness of the tools developed in DIP.

5.2.2 Usage of OWL/RDF in DIP

The Business Data Ontology developed in WP3 (D3.3) has been built in OWL Lite. The main reason for this choice was the availability of ontology tools for this language. Conceptually, the model is compatible with WSML Core thus guaranteeing that a migration to WSML is straightforward, once WSML-based ontology tools are available. The KAON-2 reasoner developed in WP1 supports both WSML Core/FLite and OWL-DL. It will be used as a basis for discovery in WP4.
The Publishing tool developed in WP4 will initially support OWL/RDF and underlying RDF stores such Jena or SESAME. Again, the long term strategy is to use WSMO-based tools for publishing once these are available and to use OWL/RDF-based tools in the meantime to gather practical experiences with initial implementations.

The financial ontology in WP10 has been built with the OWL-plugin of Protégé. It will be migrated to WSMO as soon as a WSMO-based ontology tool is available. The ontology is lightweight, does not contain any axioms, and has been designed with WSMO-compatibility in mind. The migration will thus be straightforward.

5.2.3 Potential Alternatives to OWL/RDF

As has been explained above, WSMO can be seen as an alternative to OWL/RDF and it is expected that partners currently using OWL/RDF will migrate to WSMO in the course of the project. Another alternative would be to use proprietary formats based on plain XML. This, however, would fail to leverage the potential provided by existing Semantic Web technology, e.g. with respect to tools for storage, inferences, or queries.

5.3 WSDL

WSDL is an XML format for describing network services as a set of endpoints operating on messages containing either document-oriented or procedure-oriented information.\(^8\) The operations and messages are described abstractly, and then bound to a concrete network protocol and message format to define an endpoint. Related concrete endpoints are combined into abstract endpoints (services). WSDL is extensible to allow description of endpoints and their messages regardless of what message formats or network protocols are used to communicate, however, the only bindings described in this document describe how to use WSDL in conjunction with SOAP 1.1, HTTP GET/POST, and MIME. [21]

5.3.1 Motivation for using WSDL in DIP

Web Services Description Language (WSDL) is a specification to describe networked XML-based services. It provides a simple way for service providers to describe the basic format of requests to their systems regardless of the underlying protocol (such as Simple Object Access Protocol or XML) or encoding (such as Multipurpose Internet Messaging Extensions). WSDL is a key part of the effort of the Universal Description, Discovery and Integration (UDDI) initiative to provide directories and descriptions of such on-line services for electronic business. [20]

WSDL plays an important role in the overall Web services architecture since it describes the complete contract for application communication (similar to the role of IDL in the DCOM architecture). Although other techniques exist for describing Web services, the WS-I Basic Profile Version 1.0 mandates the use of WSDL and XML Schema (see Figure 4) for describing Web services. This helps ensure interoperability at the service description layer. [23, 29]

5.3.2 Usage of WSDL in DIP

All technical oriented work packages in DIP have chosen to describe their interfaces by using WSDL and taking into account the WS-I Basic Profile [33]. The DIP architecture

---

\(^8\) For more information on how WSDL and SOAP work together see [34,35,36].
is assembled with the components build in these work packages. All three DIP case studies are building on the general DIP architecture therefore they also using WSDL for the description of their service interfaces.

5.3.3 Potential Alternatives to WSDL

WSDL 1.1 is considered the de-facto standard today because of it's industry-wide support. Most Web services toolkits support WSDL 1.1, but there have been some interoperability problems across the different implementations. Many developers believe that the extensive flexibility of WSDL (and the resulting complexity) is the fundamental source of these problems. The WS-I has helped resolve some of these issues by encouraging developers to use certain parts of the specification and discouraging them from using others. The W3C is actively working on the next "official" version of WSDL: 2.0, WSDL 1.2 was dropped after some time, but it's currently only a Working Draft and not supported by the mainstream toolkits, if any [23]. It is not likely that during the remaining project time of DIP a shift towards the updated version of WSDL is necessary.

5.4 SOAP

SOAP is a lightweight protocol for exchange of information in a decentralized, distributed environment. It is an XML based protocol that consists of three parts: an envelope that defines a framework for describing what is in a message and how to process it, a set of encoding rules for expressing instances of application-defined data types, and a convention for representing remote procedure calls and responses. SOAP can potentially be used in combination with a variety of other protocols; however, the only bindings defined in this document describe how to use SOAP in combination with HTTP and HTTP Extension Framework. [22]

5.4.1 Motivation for using SOAP in DIP

SOAP is rapidly becoming the generally accepted protocol for XML-based system-to-system communication. Because several important Web services infrastructures rely on SOAP for XML message transfer, many developers have adopted SOAP as an essential Web service tool.

At best, SOAP introduces a level of indirection to such XML message exchanges by embedding an XML message in a SOAP envelope. Since the SOAP envelope can carry metadata about the original XML message, such as processing instructions, the envelope can aid a Web service in processing that message. At worst, SOAP makes it difficult, if not impossible, to verify the validity of an XML message traversing between two Web services.

SOAP is needed when a Web service is designed, not as a series of message exchanges, but as a Web-accessible API. SOAP, and its various implementations, automate much of the marshalling and unmarshalling of method parameters and return values when invoking that API. [17]

5.4.2 Usage of SOAP in DIP

As SOAP is dealing with the exchange of messages, this is not an issue for the work packages WP1-3. Currently for the technical oriented workpackages WP 4-6 and also the DIP case studies WP 8-10 SOAP is the choice of offering for using Web services through standardized interfaces. E.g. the service invocation component in DIP WP4
uses SOAP for message transfer and WSDL for the description of the interface. WS-I Basic Profile [33] will be taken into account when using SOAP in DIP.

5.4.3 Potential Alternatives to SOAP

SOAP is not required when offering XML based Web services in order to conform to the W3C definition of Web services [18,19]. For many Web services, you can go with a simpler combination of XML, HTTP, and an application-specific message protocol.

Beside this technical possibility for not using SOAP there is a stronger, but more business driven reason for using SOAP: In the light of interoperability between business processes and the emerging trend to offer Web Services as a business model, many companies choose SOAP as their way to implement access to Web services.

To summarize, there may be a simpler way or alternatives to offer Web services but for the sake of interoperability, currently SOAP is the way to go. This is especially true for the project DIP whose main objective is to provide an open architecture with exploitable tools.

5.5 UDDI

UDDI [16] creates a standard interoperable platform that enables companies and applications to quickly, easily, and dynamically find and use Web services over the Internet. UDDI also allows operational registries to be maintained for different purposes in different contexts. UDDI is a cross-industry effort driven by major platform and software providers, as well as marketplace operators and e-business leaders within the OASIS standards consortium.

5.5.1 Motivation for using UDDI in DIP

UDDI is the registry standard used by traditional Web Services and is thus a natural candidate for the DIP registry. However, UDDI is lacking support for semantic descriptions so far. In the OASIS Technical Committee responsible for UDDI there is some discussion on a "Semantic UDDI", e.g. by adding an "rdfBag" to UDDI. Since it is not clear yet, how exactly such a Semantic UDDI will look like and to which degree a UDDI-style registry is actually needed, such a registry is currently not yet implemented in DIP. It will be decided during the second project year whether the implementation of such a registry will be undertaken or not.

5.5.2 Usage of UDDI in DIP

As described in detail in D4.2 (Publishing Process Specification), UDDI can be used as the underlying registry for publishing and discovery of Semantic Web Services. It is not yet clear, however, whether this approach will be actually implemented in DIP or whether DIP will only support a registry based on an ontology repository (see section below). In any case, the DIP architecture is designed flexible enough to support both types of registries.

5.5.3 Potential Alternatives to UDDI

Instead of basing the DIP registry on UDDI, an approach based on an ontology repository is much more in line with the general philosophy underlying DIP. Using an ontology repository as the basis of the registry allows fully leveraging the potential of semantic descriptions. For one thing, service descriptions can be easily combined with the domain model, since both use the same representation language. Moreover,
inference engines can be integrated into the repository to check consistency and derive additional information from the available data. Finally, a generic query language for WSML and/or RDF can be used for querying the registry.
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